**ASP.NET Core MVC ile Excel Dışa Aktarma (ClosedXML) Part 119.6.2020**

Bu makalede Asp.Net web uygulamalarında excel import ve export işlemlerine ihtiyaç duyduğumuz durumlar için kullanılabilecek ClosedXML kütüphanesinden bahsetmek istiyorum. Bu kütüphane ile türkçe kaynaklarda anlatılan ve bilinen yöntemlerden çok daha farklı şekilde excel export işlemleri ve import işlemleri yapabilirsiniz. Excelin bir web sayfası formatında değil de çalışma kitabı formatında dışa aktarılmasını sağlayabilirsiniz.

Bu konuyu bir makale serisi şeklinde basit örneklerden başlayarak daha gelişmiş ve daha karmaşık örneklere doğru ilerleyerek anlatacağım.

ClosedXML kütüphanesini gerek masaüstü geliştirilen uygulamalarda, gerek Asp.Net WebForm, Asp.Net MVC, Asp.Net Core uygulamarında kullanabilirsiniz. Bu harika kütüphane ile aklınıza gelebilecek her türlü excel dosyasını kolay bir şekilde oluşturabilirsiniz.

ClosedXML github repo linki; <https://github.com/ClosedXML/ClosedXML>

Serinin bu ilk makalesinde basitçe bir excel export işlemi yapacağız ve JavaScript ile download edeceğiz.

Ve yine bu makalede exceldeki hücrelere değer ve formül atamayı, hücre birleştirmeyi, hücre biçimlendirmeyi ve hizalamayı, hücre arka plan ve yazı rengini, yazı font ve boyutlarını oluşturmayı, satır yüksekliği, sütun genişliği belirtmeyi, hücrelere kenarlık vermeyi ve hücrede metni kaydır işlemlerini uygulamayı anlatacağım.

Öncelikle oluşturduğunuz projeye ClosedXML'i nuget package üzerinden yüklemelisiniz, bunun için Package Manager Console'da Install-Package ClosedXML ﻿komutunu çalıştırabilir veya Manage Nuget Packages üzerinden ClosedXML yazarak aratıp install diyebilirsiniz.

Kütüphaneyi projemize ekledikten sonra işe koyulabiliriz. Ben bu makale için Asp.Net Core MVC ile bir örnek proje oluşturdum ve HomeController'a aşağıdaki gibi bir method tanımladım. Makalenin tamamını okumak istemeyenler en alta inerek tüm kod parçasının olduğu bölüme bakabilir :)

[HttpGet]

[Route("export/simple")]

public IActionResult ExportSimpleExcel() {

    return Ok();

}

Burada bir get methodu oluşturdum ve /export/simple olarak route belirttim.

Şimdi bir excel çalışma kitabı oluşturup içerisine bir sayfa ekleyelim.

[HttpGet]

[Route("export/simple")]

public IActionResult ExportSimpleExcel() {

    byte[] excelFile;

    // Excel dosyası (excel çalışma kitabı) oluşturuyoruz

using (var workbook = new XLWorkbook()) {

// Çalışma kitabına bir sayfa ekliyoruz, sayfa ismini istediğimiz gibi verebiliriz

var worksheet = workbook.Worksheets.Add("Sayfa 1");

}

    return Ok(excelFile);

}

Ardından A1 hücresine Hello World klişesini yazalım

[HttpGet]

[Route("export/simple")]

public IActionResult ExportSimpleExcel() {

    byte[] excelFile;

    // Excel dosyası (excel çalışma kitabı) oluşturuyoruz

using (var workbook = new XLWorkbook()) {

// Çalışma kitabına bir sayfa ekliyoruz, sayfa ismini istediğimiz gibi verebiliriz

var worksheet = workbook.Worksheets.Add("Sayfa 1");

         // A1 hücresine değer atıyoruz

worksheet.Cell("A1").Value = "Hello world";

}

    return Ok(excelFile);

}

Burada worksheet.Cell metodu string olarak doğrudan hücre adını alabiliyor, ardından Value özelliğine veri girişini sağlıyoruz. Bir başka veri girişi sağlama yöntemi de SetValue metodu kullanmaktır. ClosedXML kütüphanesinde bir hücreye herhangi bir işlem uygularken doğrudan ilgili özelliğe değer ataması da yapılabilir veya o özellik için sağlanan set methodları da kullanılabilir.

Ek olarak Cell metodu satır indeksi ve sütun indeksi olarak da parametre alabiliyor. Bunu da aşağıdaki gibi örnekleyelim;

[HttpGet]

[Route("export/simple")]

public IActionResult ExportSimpleExcel() {

    byte[] excelFile;

    // Excel dosyası (excel çalışma kitabı) oluşturuyoruz

using (var workbook = new XLWorkbook()) {

// Çalışma kitabına bir sayfa ekliyoruz, sayfa ismini istediğimiz gibi verebiliriz

var worksheet = workbook.Worksheets.Add("Sayfa 1");

         // A1 hücresine değer atıyoruz

worksheet.Cell("A1").Value = "Hello world";

// Hücrelere alternatif olarak bu şekilde de değer atanabilir, ilk parametre satır index, ikinci parametre sütun index

worksheet.Cell(1, 3).SetValue(100); // C1

worksheet.Cell(2, 3).SetValue("200"); // C2

}

    return Ok(excelFile);

}

Gördüğünüz gibi SetValue methodu ile değer ataması sağladık ve satır sütun indekslerini kullanarak hücreyi belirledik.   
  
Şimdi de hücreleri biçimlendirelim ve formatlayalım, ardından bir hücreye de formül verelim.

[HttpGet]

[Route("export/simple")]

public IActionResult ExportSimpleExcel() {

    byte[] excelFile;

    // Excel dosyası (excel çalışma kitabı) oluşturuyoruz

using (var workbook = new XLWorkbook()) {

// Çalışma kitabına bir sayfa ekliyoruz, sayfa ismini istediğimiz gibi verebiliriz

var worksheet = workbook.Worksheets.Add("Sayfa 1");

         // A1 hücresine değer atıyoruz

worksheet.Cell("A1").Value = "Hello world";

// Hücrelere alternatif olarak bu şekilde de değer atanabilir, ilk parametre satır index, ikinci parametre sütun index

worksheet.Cell(1, 3).SetValue(100); // C1

worksheet.Cell(2, 3).SetValue("200"); // C2

         // Birden fazla hücreye tek seferde bu şekilde de veri tipi verilebilir, C sütunu ilk 4 satır

worksheet.Range(worksheet.Cell(1, 3), worksheet.Cell(4, 3)).DataType = XLDataType.Number;

// Hücreyi biçimlendiriyoruz, binlik ayraçları ve virgülden sonraki hane sayısını belirtmiş olduk, C1

worksheet.Cell(1, 3).Style.NumberFormat.Format = "#,##0.00";

// SetFormat metodu ile de aynı işlem yapılabilir, C sütunu ilk 4 satır

worksheet.Range(worksheet.Cell(1, 3), worksheet.Cell(4, 3)).Style.NumberFormat.SetFormat("#,##0.00");

// C4 hücresine formül tanımlıyoruz, C1 VE C2 yi topla diyoruz

worksheet.Cell("C4").SetFormulaA1("=SUM(C1:C2)");

// Bu metod ise sayfadaki tüm formüllerin tekrar hesaplanmasını sağlıyor

worksheet.RecalculateAllFormulas();

}

    return Ok(excelFile);

}

Yukarıda da bahsettiğim gibi bu işlemlerin her biri için set methodları da kullanılabilir, örneğin C1 için Formatlama işlemini doğrudan özelliğe atama yaparak sağladık. C1-C4 aralığı için ise SetFormat methodunu kullanarak format ataması sağladık. Bu arada Range methodunu da kullandık, Range methodu ise birden fazla hücre seçmek için kullanılıyor.

Yine devamında C4 hücresine bir toplama formülü tanımladık. Burada "=C1+C2" şeklinde de toplama işlemi sağlanabilir, exceldeki hemen hemen tüm formülleri bu kütüphane desteklemektedir, formül konusunu da sonraki makalelerde daha derinlemesine inceleyeceğiz.

Sanıyorum ki konu anlaşılmaya başlanmıştır :) Şimdi çok uzatmadan diğer kod parçalarını da aşağıda paylaşayım, her satırda zaten yorum olarak kodun ne iş yaptığını belirttim, sonrasında Html ve JavaScript tarafındaki download işlemi için kullandığımız kod parçasını paylaşıp makaleyi sonlandırayım.

Aşağıdaki kod parçasında makalenin başında bahsettiğim tüm örnekler bulunmakta ve açıklamaları yazmaktadır. Çalışma Kitabını en son MemoryStream'e basıp oradan byte array olarak response ediyoruz. Client tarafında ise base64 olarak alıp download ediyoruz.

[HttpGet]

[Route("export/simple")]

public IActionResult ExportSimpleExcel() {

byte[] excelFile;

// Excel dosyası (excel çalışma kitabı) oluşturuyoruz

using (var workbook = new XLWorkbook()) {

// Çalışma kitabına bir sayfa ekliyoruz, sayfa ismini istediğimiz gibi verebiliriz

var worksheet = workbook.Worksheets.Add("Sayfa 1");

// A1 hücresine değer atıyoruz

worksheet.Cell("A1").Value = "Hello world";

// Hücrelere alternatif olarak bu şekilde de değer atanabilir, ilk parametre satır index, ikinci parametre sütun index

worksheet.Cell(1, 3).SetValue(100); // C1

worksheet.Cell(2, 3).SetValue("200"); // C2

// Hücrenin veri tipini belirtiyoruz, C1

worksheet.Cell(1, 3).DataType = XLDataType.Number;

// Birden fazla hücreye tek seferde bu şekilde de veri tipi verilebilir, C sütunu ilk 4 satır

worksheet.Range(worksheet.Cell(1, 3), worksheet.Cell(4, 3)).DataType = XLDataType.Number;

// Hücreyi biçimlendiriyoruz, binlik ayraçları ve virgülden sonraki hane sayısını belirtmiş olduk, C1

worksheet.Cell(1, 3).Style.NumberFormat.Format = "#,##0.00";

// SetFormat metodu ile de aynı işlem yapılabilir, C sütunu ilk 4 satır

worksheet.Range(worksheet.Cell(1, 3), worksheet.Cell(4, 3)).Style.NumberFormat.SetFormat("#,##0.00");

// C4 hücresine formül tanımlıyoruz, C1 VE C2 yi topla diyoruz

worksheet.Cell("C4").SetFormulaA1("=SUM(C1:C2)");

// Bu metod ise sayfadaki tüm formüllerin tekrar hesaplanmasını sağlıyor

worksheet.RecalculateAllFormulas();

// Burada iki hücreyi birleştiriyoruz (A4 ve B4)

IXLRange totalCell = worksheet.Range(worksheet.Cell(4, 1), worksheet.Cell(4, 2)).Merge();

totalCell.Value = "TOPLAM";

// Hücreye arka plan rengi veriyoruz, FromColor ya da FromArgb fonksiyonu ile de özel renkler oluşturulabilir

totalCell.Style.Fill.SetBackgroundColor(XLColor.Black);

// Alternatif kullanım

//totalCell.Style.Fill.BackgroundColor = XLColor.FromColor(Color.Black);

// Hücrenin fontunu kalın yapıyoruz

totalCell.Style.Font.SetBold();

// Alternatif kullanım

// totalCell.Style.Font.Bold = true;

// Hücrenin yazı rengini, tipini ve boyutunu belirtiyoruz

totalCell.Style.Font.SetFontColor(XLColor.FromColor(Color.White));

totalCell.Style.Font.SetFontName("Tahoma");

totalCell.Style.Font.SetFontSize(9);

// Hücredeki veriyi yatay olarak sağa yasladık

totalCell.Style.Alignment.SetHorizontal(XLAlignmentHorizontalValues.Right);

// Hücredeki veriyi dikey olarak ortaladık

totalCell.Style.Alignment.SetVertical(XLAlignmentVerticalValues.Center);

// Metni Kaydır olarak belirttik

totalCell.Style.Alignment.SetWrapText();

// C4 Hücresine kenarlık oluşturduk ve kenarlık rengi belirttik

worksheet.Cell("C4").Style.Border.SetOutsideBorder(XLBorderStyleValues.Thick);

worksheet.Cell("C4").Style.Border.SetOutsideBorderColor(XLColor.Black);

// 4. Satır, 3. sütun yani C4 ü yatayda sağa yasladık

worksheet.Cell(4,3).Style.Alignment.SetHorizontal(XLAlignmentHorizontalValues.Right);

// C4 hücresini dikeyde ortaladık

worksheet.Cell("C4").Style.Alignment.SetVertical(XLAlignmentVerticalValues.Center);

// C4 hücresini bold yaptık

worksheet.Cell("C4").Style.Font.SetBold();

// C4 hücresinin rengini html hex color code ile kırmızı olarak belirttik

worksheet.Cell("C4").Style.Font.SetFontColor(XLColor.FromHtml("#FF0000"));

// A1 hücresine noktalı alt kenarlık oluşturduk

worksheet.Cell("A1").Style.Border.SetBottomBorder(XLBorderStyleValues.Dotted);

// A sütununun genişliğinin içeriğe göre ayarlanmasını sağladık

worksheet.Column("A").AdjustToContents();

// 3. Sütunun yani C sütununun genişliğini belirtiyoruz

worksheet.Column(3).Width = 20;

// 4. Satırın yüksekliğini belirtiyoruz

worksheet.Row(4).Height = 30;

using (MemoryStream memoryStream = new MemoryStream()) {

// Dosyayı bir path belirterek de kaydedebiliriz, biz burada stream olarak kaydedeceğiz

workbook.SaveAs(memoryStream);

// Stream olarak kaydettiğiniz dosyayı byte array olarak alıyoruz, bunu client'a response olarak döneceğiz

excelFile = memoryStream.ToArray();

}

}

// Dosyamızı byte array formatında response olarak dönüyoruz

return Ok(excelFile);

// Eğer JavaScript değil de direkt .net ile dosyayı indirmek istiyorsanız bu alternatifi kullanabilirsiniz.

// return File(excelFile, "application/vnd.openxmlformats-officedocument.spreadsheetml.sheet");

}

Html ve JavaScript tarafı; Index.cshtml

@{

ViewData["Title"] = "Home Page";

}

<div class="text-center">

<h1 class="display-4">Welcome</h1>

<p>Learn about <a href="https://docs.microsoft.com/aspnet/core">building Web apps with ASP.NET Core</a>.</p>

@\*<a href="/export/simple" class="btn btn-primary">Export Excel (.NET)</a> \*@

<button onclick="exportExcel()" class="btn btn-primary">Export Excel (JS)</button>

</div>

@section Scripts {

<script>

function exportExcel() {

fetch('/export/simple', { method: 'GET' })

.then(response => {

return response.json()

}).then(data => {

downloadFile(data);

}).catch(e => {

console.log('error', e);

});

}

function downloadFile(base64) {

let bytes = base64ToByteArray(base64);

let blob = new Blob([bytes], { type: "application/octet-stream" });

let link = document.createElement('a');

link.href = window.URL.createObjectURL(blob);

let fileName = "simple.xlsx";

link.download = fileName;

link.click();

}

function base64ToByteArray(base64) {

let binaryString = window.atob(base64);

let len = binaryString.length;

let bytes = new Uint8Array(len);

for (let i = 0; i < len; i++) {

bytes[i] = binaryString.charCodeAt(i);

}

return bytes.buffer;

}

</script>

}

Excel çıktı görüntüsü ise şu şekilde;

![](data:image/png;base64,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)

Devam serisinde bir listeyi veya tabloyu nasıl export ederiz onu anlatacağım, sonraki serilerde ise mevcut bir exceli içe aktarmayı anlatacağım. Belki veritabanı üzerinden içe ve dışa aktarma örnekleri de yapabiliriz. Hatta birden fazla sayfa oluşturma veya daha karmaşık rapor örneklerini nasıl oluştururuz onları da anlatmayı hedefliyorum. Örneğin yıl yıl ve ay ay hangi üründen ne kadar satış yapılmış bunları sütunlar halinde güzelce oluşturup daha derinlemesine çalışmalar nasıl yapılır bunu kavrayabiliriz :)  
  
Umarım anlaşılır ve faydalı bir yazı olmuştur, makalenin devam serilerinde görüşmek üzere :)